# 第5章 链表

链表可以说是一种最基础的数据结构了。链表由一组元素以一种特定的顺序组合或链接在一起，在维护数据的集合时很有用。这一点同我们常用到的数组很相似。然而，链表在很多情况下比数组更有优势。特别是在执行插入和删除操作时链表拥有更高的效率。链表需要动态的开辟存储空间，也就是存储空间是在程序运行时分配的。由于在很多应用中数据的大小在编译时并不能确定，因此这种动态分配空间的特性也是链表的一个优点。

本章将涵盖以下主题：

单链表

最简单的链表形式。元素之间由一个单独的指针所链接。这种结构的链表允许我们从第一个元素开始遍历到最后一个元素。

双向链表

这种形式的链表元素之间通过两个指针链接。双向链表可以正向，也可以反向遍历。

循环链表

这种形式的链表最后一个元素的指针域指向链表的首元素，而不是设为NULL。这种结构的链表允许我们进行循环遍历。

一些链表的应用包括：

邮件列表

这种应用常在电子邮件程序中看到。因为无法预测一个邮件列表到底有多长，发件人需要在发送消息之前先建立一个地址链表。

滚动列表

图形用户界面中常能看到这种组件。通常在滚动列表中与每个条目相关的数据并不显示出来。一种管理这种“隐藏”数据的方式是维护一个链表，链表中每个元素保存一个在滚动列表中出现的条目数据。

多项式计算

数学中的一个重要组成部分。但对于大多数编程语言来说并没有将其作为原生的数据类型加以支持。如果我们让链表中的每个元素存储多项式中的其中一项，那么链表对于表示出一个多项式就是非常有用的，比如3x 2 + 2x + 1。

内存管理（本章中将会讲到）

内存管理是操作系统中的一项重要任务。操作系统必须决定如何为系统中运行的进程分配和回收存储空间。链表能够用来跟踪可供分配的内存片段信息。

LISP

一种在人工智能领域中非常重要的编程语言。LISP，List Processor的简写，在进行符号处理时大量使用了链表。

文件的链式分配

为了消除磁盘上的外部碎片而采用的一种文件分配方式，但只适合于顺序访问。文件按照块的方式进行组织，每一块都包含一个指向文件下一块数据的指针。

其他的数据结构

有一些数据结构的实现需要依赖于链表，它们是栈、队列、集合、哈希表和图。这些数据结构都将在本书中出现。

## 5.1 单链表介绍

单链表，通常简称为链表，它是由单个元素之间通过一个指针彼此链接起来而组成。每个元素包含两个部分：数据成员和一个称为next的指针。通过采用这种结构，将每个元素的next指针设为指向其后面的元素（见图5.1）。最后一个元素的next指针被设为NULL，简单的表示链表的尾端。链表开始处的元素是“头”，链表末尾的元素称为“尾”。
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图5.1 元素链接在一起组成一个链表

要访问链表中的某个元素，我们从链表头开始，通过next指针从一个元素到另一个元素连续的遍历直到找到我们所需要的那个元素为止。以单链表来说，只能以一个方向进行遍历——从头到尾——因为每个元素中并没有维护其前一个元素的链接。因此，如果我们从链表头开始移动到了某个元素，然后我们希望访问这个位置之前的某个元素，则我们必须又从头开始（尽管某些时候我们事先知道需要访问这个元素，并保存了指向该元素的指针）。通常，这个缺点不是什么大问题。当有必要的时候，我们可以采用双向链表或循环链表。

从概念上说，可以把链表想象成一系列连续的元素。然而，由于这些元素是动态分配的（在C语言中通过调用malloc），因此很重要的一点是，切记这些元素通常实际上都是分散在内存空间中的（见图5.2）。元素与元素之间的链接关系只是为了确保所有的元素都可以访问到。带着这种思考，我们等会会看到当维护元素之间的链接信息时需要特别的小心。如果我们错误的丢失了一个链接，则从这个位置开始往后的所有元素我们都无法访问到了。因此，俗话说“你的弱点有多弱，你的强度就有多强”非常适用于描述链表的特点。
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图5.2 链表元素链接在了一起，但在内存空间中它们是分散开的

## 5.2 单链表接口的定义

***list\_init***

void list\_init(List \**list*, void (\**destroy*)(void \**data*));

**返回值**

无

**描述**

初始化由参数list指定的链表。必须在链表做其他操作之前调用。当list\_destroy调用时，destroy参数提供了一种释放动态分配数据空间的方法。例如，如果链表中包含采用malloc动态分配的数据，当链表被销毁时destroy应该被设为free用来释放数据空间。对于包含了好几个动态分配成员的结构化数据，destroy应该被设为一个用户自定义的函数，通过对每一个动态分配的成员以及对结构体自身调用free来释放空间。对于链表中包含的不需要释放的数据，destroy应该设为NULL值。

**复杂度**
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***list\_destroy***

void list\_destroy(List \**list*);

**返回值**

无

**描述**

销毁由参数list指定的链表。调用list\_destroy后任何其他的操作都不允许执行，除非再次调用list\_init。list\_destroy将链表中所有的元素都移除，如果传给list\_init的参数destroy不为NULL的话，则调用destroy所指定的函数，对链表中每个移除的元素数据施行资源回收操作。

**复杂度**
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***list\_ins\_next***

int list\_ins\_next(List \**list*, ListElmt \**element*, const void \**data*);

**返回值**

如果插入元素成功返回0， 失败返回-1。

**描述**

在element所指定的元素后插入一个新元素。如果element指定为NULL，则新元素插入到链表头部。新元素包含一个指向data的指针，因此只要该元素还在链表中，data所引用的内存空间就应该保持合法。管理data所引用的存储空间是调用者的责任。

**复杂度**
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***list\_rem\_next***

int list\_rem\_next(List \**list*, ListElmt \**element*, void \*\**data*);

**返回值**

如果移除元素成功返回0， 否则返回-1。

**描述**

移除由element所指定的元素后的那个元素。如果element设定为NULL，则移除链表头元素。调用返回后，data指向被移 除元素的数据部分。由调用者负责管理data所引用的存储空间。

**复杂度**
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***list\_size***

int list\_size(const List \**list*);

**返回值**

链表中元素的个数

**描述**

这是一个宏，用来计算由参数list指定的链表中元素个数

**复杂度**
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***list\_head***

ListElmt \*list\_head(const List \**list*);

**返回值**

指向链表中头元素的指针

**描述**

这是一个宏，返回由参数list指定的链表中的头元素的指针

**复杂度**
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***list\_tail***

ListElmt \*list\_tail(const List \**list*);

**返回值**

指向链表末尾元素的指针

**描述**

这是一个宏，返回由参数list指定的链表中的尾部元素的指针

**复杂度**
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***list\_is\_head***

int list\_is\_head(const ListElmt \**element*);

**返回值**

如果element所指定的元素是头节点，返回1，否则返回-1。

**描述**

这是一个宏，用来判断由element所指定的元素是否是链表头节点

**复杂度**
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***list\_is\_tail***

int list\_is\_tail(const ListElmt \**element*);

**返回值**

如果element所指定的元素是链表末尾节点，返回1，否则返回-1.

**描述**

这是一个宏，用来判断element所指定的链表元素是否为链表的末尾节点。

**复杂度**
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***list\_data***

void \*list\_data(const ListElmt \**element*);

**返回值**

节点中保存的数据。

**描述**

这是一个宏，返回由element所指定的节点元素中保存的数据。

**复杂度**
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***list\_next***

ListElmt \*list\_next(const ListElmt \**element*);

**返回值**

返回由element所指定的节点的下一个节点。

**描述**

这是一个宏，返回链表中由element所指定的节点的下一个节点。

**复杂度**
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## 5.3 单链表的实现与分析

我们回顾一下链表元素的组成：一个数据成员和一个指向链表中下一个元素的指针。结构体ListElmt表示链表中的单个元素（见例子5.1）。如同你所预料到的，这个结构体拥有两个成员，就是我们上面所说的数据成员和指针成员。结构体List则表示链表这种数据结构（见例子5.1）。这个结构体由5个成员组成：size表示链表中的元素个数；match并不由链表本身使用，而是由从链表数据结构继承而来的新类型所使用；destroy是封装之后传递给list\_init的析构函数；head是指向链表中头节点元素的指针；tail则是指向链表中末尾节点元素的指针。

**代码示例5.1 链表抽象数据类型的头文件**

/\* list.h \*/

#ifndef LIST\_H

#define LIST\_H

#include <stdlib.h>

/\* Define a structure for linked list elements. \*/

typedef struct ListElmt\_

{

void \*data;

struct ListElmt\_ \*next;

} ListElmt;

/\* Define a structure for linked lists. \*/

typedef struct List\_

{

int size;

int (\*match)(const void \*key1, const void \*key2);

void (\*destroy)(void \*data);

ListElmt \*head;

ListElmt \*tail;

} List;

/\* Public Interface \*/

void list\_init(List \*list, void (\*destroy)(void \*data));

void list\_destroy(List \*list);

int list\_ins\_next(List \*list, ListElmt \*element, const void \*data);

int list\_rem\_next(List \*list, ListElmt \*element, void \*\*data);

#define list\_size(list) ((list)->size)

#define list\_head(list) ((list)->head)

#define list\_tail(list) ((list)->tail)

#define list\_is\_head(list, element) ((element) == (list)->head ? 1 : 0)

#define list\_is\_tail(element) ((element)->next == NULL ? 1 : 0)

#define list\_data(element) ((element)->data)

#define list\_next(element) ((element)->next)

#endif

### 5.3.1 list\_init

list\_init用来初始化一个链表以便于其他的操作能够执行（见例子5.2）。初始化链表是一种简单的操作，我们只要把链表的size成员设为0，把函数指针成员destroy设为我们定义的析构函数，head和tail指针全设为NULL即可。

list\_init的计算复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHURGwp3mH8pAGjbEgCqSc11QJHQdcsdZmkEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdWwMCmN4fykAaNsSAKpJzXVAkdB1yx1maQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqSc11QJHQdcsdZmkEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknNdUCR0HXLHWZpBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAGnLHWZpAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，因为初始化过程中的所有步骤都能在一个恒定的时间内完成。

### 5.3.2 list\_destroy

　　　list\_destroy用来销毁链表（见例子5.2），其意义就是将链表中的所有元素都移除。如果调用list\_init时destroy参数不为NULL的话，则当每个元素都被移除时将调用destroy一次。list\_destroy总的计算复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAKADgAIBCQAAAAAwXwEACQAAA54BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHX/FQq4QO0pAGjbEgCqSc11QJHQdf0aZowEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwB6wIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdRMOCrmg7SkAaNsSAKpJzXVAkdB1/RpmjAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAS4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqSc11QJHQdf0aZowEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAABPbuMBAAOWAAAAJgYPACEBQXBwc01GQ0MBAPoAAAD6AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgVEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCDTwADAAEDAAEAAgCDbgAAAgCWKAACAJYpAAAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCM/RpmjAAACgA4AIoBAAAAAAEAAAAQ4hIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)，![](data:image/x-wmf;base64,183GmgAAAAAAAEABYAEDCQAAAAAyXgEACQAAAy0BAAACAIoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAUABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAAAAAQAAhgEAAAUAAAAJAgAAAAIFAAAAFAIAAToAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqSc11QJHQdQ8NZvYEAAAALQEAAAkAAAAyCgAAAAABAAAAbnkAA4oAAAAmBg8ACQFBcHBzTUZDQwEA4gAAAOIAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINuAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAPDWb2AAAKADgAigEAAAAA/////xDiEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)代表链表中的元素个数，这是因为list\_rem\_next的计算复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHWMHQpKAO8pAGjbEgCqSc11QJHQdfcRZj8EAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdd4cCjkg7ykAaNsSAKpJzXVAkdB19xFmPwQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqSc11QJHQdfcRZj8EAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknNdUCR0HX3EWY/BAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAEQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAD/3EWY/AAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，而移除每个元素时都将调用list\_rem\_next一次。

### 5.3.3 list\_ins\_next

list\_ins\_next将一个元素插入到由element参数所指定的元素之后（见例子5.2）。该调用将新元素的数据域指向由用户传递进来的数据上。插入新元素的处理步骤很简单，但需要特别小心。有两种情况需要考虑：插入到链表头部和插入到其它位置。

总的来说，要插入一个元素到链表中，我们将新元素的next指针指向它之后的那个元素，然后我们将新元素位置之前的节点next指针指向我们新插入的元素（见图5.3）。但是，当从链表头部插入时，新元素之前没有别的节点了。因此，在这种情况下，我们将新元素的next指针指向当前链表的头部，然后重置头节点指针，使其指向我们的新元素。回顾一下前一节中的接口设计，当传入的element为NULL时代表新的元素将插入到链表头部。另外需要注意的是，无论何时当我们插入的元素位于链表末尾时，我们都必须更新链表的tail成员使其指向新的节点。最后，我们更新统计链表中节点个数的size成员。
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图5.3 将节点插入到链表中

### 5.3.4 list\_rem\_next

list\_rem\_next移除由element所指定的元素之后的那个节点（见例子5.2）。移除element之后的那个节点而不是移除element本身，关于为何要这样设计的原因我们将在本章的问与答中进行讨论。同插入节点类似，这个调用也需要考虑两个因素：移除的是头节点以及移除其余位置上的节点。

移除操作是很简单的，但同样需要注意一些细节问题（见图5.4）。总的来说，为了从链表中移除一个元素，我们将要移除的目标节点前一个元素的next指针指向目标节点的下一个元素。但是，当移除的目标节点是头结点时，目标节点之前并没有其它元素了，因此在这种情况下，我们将链表的head成员指向目标节点的下一个元素。同插入操作一样，当传入的element为NULL时就代表链表的头结点需要被移除。另外，无论何时我们移除的目标节点是链表的尾部节点时，我们都必须更新tail指针，使其指向新的尾节点，或者当移除操作使得整个链表成为空链表时需要把tail设置为NULL。最后，我们更新链表的size成员，使其减1。当这个调用返回时，入参data将指向移除节点的数据域。
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图5.4 从链表中移除节点
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### 5.3.5 list\_size, list\_head, list\_tail, list\_is\_tail, list\_data以及list\_next
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**代码示例 5.2 链表抽象数据类型的实现**

/\* list.c \*/

#include <stdlib.h>

#include <string.h>

#include "list.h"

/\* list\_init \*/

void list\_init(List \*list, void (\*destroy)(void \*data))

{

/\* Initialize the list. \*/

list->size = 0;

list->destroy = destroy;

list->head = NULL;

list->tail = NULL;

return;

}

/\* list\_destroy \*/

void list\_destroy(List \*list)

{

void \*data;

/\* Remove each element. \*/

while (list\_size(list) > 0)

{

/\* Call a user-defined function to free dynamically allocated data. \*/

if (list\_rem\_next(list, NULL, (void \*\*)&data) == 0 && list->destroy

!= NULL)

{

list->destroy(data);

}

}

/\* No operations are allowed now, but clear the structure as a precaution. \*/

memset(list, 0, sizeof(List));

return ;

}

/\* list\_ins\_next \*/

int list\_ins\_next(List \*list, ListElmt \*element, const void \*data)

{

ListElmt \*new\_element;

/\* Allocate storage for the element. \*/

if ((new\_element = (ListElmt \*)malloc(sizeof(ListElmt))) == NULL)

return -1;

/\* Insert the element into the list. \*/

new\_element->data = (void \*)data;

if (element == NULL)

{

/\* Handle insertion at the head of the list. \*/

if (list\_size(list) == 0)

list->tail = new\_element;

new\_element->next = list->head;

list->head = new\_element;

}

else

{

/\* Handle insertion somewhere other than at the head. \*/

if (element->next == NULL)

list->tail = new\_element;

new\_element->next = element->next;

element->next = new\_element;

}

/\* Adjust the size of the list to account for the inserted element. \*/

list->size++;

return 0;

}

/\* list\_rem\_next \*/

int list\_rem\_next(List \*list, ListElmt \*element, void \*\*data)

{

ListElmt \*old\_element;

/\* Do not allow removal from an empty list. \*/

if (list\_size(list) == 0)

return -1;

/\* Remove the element from the list. \*/

if (element == NULL)

{

/\* Handle removal from the head of the list. \*/

\*data = list->head->data;

old\_element = list->head;

list->head = list->head->next;

if (list\_size(list) == 1)

list->tail = NULL;

}

else

{

/\* Handle removal from somewhere other than the head. \*/

if (element->next == NULL)

return -1;

\*data = element->next->data;

old\_element = element->next;

element->next = element->next->next;

if (element->next == NULL)

list->tail = element;

}

/\* Free the storage allocated by the abstract datatype. \*/

free(old\_element);

/\* Adjust the size of the list to account for the removed element. \*/

list->size--;

return 0;

}

## 5.4 使用链表的例子：页帧管理

在一些能够支持虚拟内存的系统中我们发现了关于链表的一种应用。虚拟内存是一种地址空间的映射机制，它允许进程（运行的程序）不必完全加载到物理内存中也可以得到运行。这种方式的一个优点是：进程可以使用到比系统实际所允许的物理内存大得多的地址空间。另一个优点是多个进程能够共享系统的内存以并发的方式执行。

运行在虚拟内存机制下的进程需要处理虚拟地址。这些地址对于进程来说就像是物理地址一样，但使用前必须由操作系统做转换。我们采用由专门的硬件所支持的页表来快速执行地址转换的工作。每一个进程都有它自己的页表，将它的虚拟地址空间映射到物理内存中的页帧上。当某个进程引用了一个虚拟地址，页表中的某项需要检查并决定该页关联到哪个物理页帧上（见图5.5）。当进程引用了一个不在物理页帧上的虚拟地址时，会导致系统产生一个页错误并为之在物理内存中分配一个页帧。为什么进程的页面会从物理内存中移除是另一个问题。一种导致进程页被移除的场景是：当某个页面被访问到的频率同其它页面相比很低时，而且该页帧在别处被用到的情况下。
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图5.5 虚拟内存映射到物理内存

下面这个例子就是针对我们刚刚描述过的页帧管理所设计的。为此，将介绍两个函数，

alloc\_frame和free\_frame（见例子5.3）。alloc\_frame和free\_frame采用链表来维护可供分配的页帧。函数alloc\_frame从空闲页帧链表中获取到空闲页帧号。给定这个特定的页，将页帧号放到页表中来检查该页面应该对应哪个物理页帧。一旦某个页面从物理内存中移除后，函数free\_frame接受一个页帧号并将其放回到空闲页帧链表中去。这两个函数假定在执行之前操作系统已经将所有的空闲页帧都插入到空闲页帧链表中了。稍后在本章关于循环链表的例子中将看到，当空闲页帧链表为空时去调用alloc\_frame会发生什么。

用链表来管理页帧是一种非常好的方法，因为页帧的分配将涉及到频繁的插入和删除操作，而且这些操作都发生在链表头。alloc\_frame和free\_frame的计算复杂度都是![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHVRGwpcOA4pAGjbEgCqScd1QJHKdbwaZqYEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdSYICpuYDikAaNsSAKpJx3VAkcp1vBpmpgQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdbwaZqYEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynW8GmamBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAEQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAKa8GmamAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)的，因为这两个函数都只是简单的分别调用list\_rem\_next以及list\_ins\_next，而这两个函数在前面已经分析过了，它们都是![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHWMGgpm2AspAGjbEgCqScd1QJHKdW0bZjsEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdZ8aCqs4DikAaNsSAKpJx3VAkcp1bRtmOwQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdW0bZjsEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynVtG2Y7BAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtADttG2Y7AAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)的操作。

**代码示例5.3 页帧管理的函数实现**

/\* frames.c \*/

#include <stdlib.h>

#include "frames.h"

#include "list.h"

/\* alloc\_frame \*/

int alloc\_frame(List \*frames)

{

int frame\_number, \*data;

/\* Return that there are no frames available. \*/

if (list\_size(frames) == 0)

return -1;

else

{

/\* Return that a frame could not be retrieved. \*/

if (list\_rem\_next(frames, NULL, (void \*\*)&data) != 0)

return -1;

else

{

/\* Store the number of the available frame. \*/

frame\_number = \*data;

free(data);

}

}

return frame\_number;

}

/\* free\_frame \*/

int free\_frame(List \*frames, int frame\_number)

{

int \*data;

/\* Allocate storage for the frame number. \*/

if ((data = (int \*)malloc(sizeof(int))) == NULL)

return -1;

/\* Put the frame back in the list of available frames. \*/

\*data = frame\_number;

if (list\_ins\_next(frames, NULL, data) != 0)

return -1;

return 0;

}

## 5.5 双向链表介绍

双向链表，如同其名字所暗示的那样，链表元素之间由两个指针链接。双向链表中的每一个元素都由3个部分组成：除了数据成员和next指针外，每个元素还包含一个指向其前驱元素的指针，称为prev指针。双向链表的组成是这样的：将一些元素链接在一起使得每个元素的next指针都指向其后继的元素，而每个元素的prev指针都指向其前驱元素。为了标识出链表的头和尾，我们将第一个元素的prev指针和最后一个元素的next指针设为NULL。

要反向遍历整个双向链表，我们使用prev指针以从尾到头的顺序连续访问各个元素。因此为每个元素增加了一个指针的代价，换来的是双向链表比单链表提供了更为灵活的访问方式。当我们知道某个元素存储在链表中的某处时，我们可以明智的选择按照何种方式去访问到它，这会非常有帮助。例如，双向链表的一种灵活性在于它提供了一种比单链表更直观的方式去移除一个元素。

## 5.6 双向链表接口的定义

***dlist\_init***

void dlist\_init(DList \**list*, void (\**destroy*)(void \**data*));

**返回值**

无

**描述**

初始化由参数list所指定的双向链表。该函数必须在双向链表做其它任何操作之前调用。当dlist\_destroy被调用时，这里传入的destroy参数提供了一种释放动态分配数据的方法。它的工作方式同前文叙述的list\_destroy很相似。对于双向链表中包含不需要手动释放空间的数据，destroy参数应该设为NULL。

**复杂度**

**![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHUqGwqumA4pAGjbEgCqScd1QJHKdaMaZhQEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdagcClW4DikAaNsSAKpJx3VAkcp1oxpmFAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdaMaZhQEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynWjGmYUBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtABSjGmYUAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)**

***dlist\_destroy***

void dlist\_destroy(DList \**list*);

**返回值**

无

**描述**

销毁由参数list所指定的双向链表。该函数调用后其他操作都不允许再执行，除非用户再次调用dlist\_init。dlist\_destroy函数将双向链表中的所有元素都移除，如果传给dlist\_init的参数destroy不为NULL的话，则调用destroy所指定的函数，对链表中每个移除的元素数据施行资源回收操作。

**复杂度**
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***dlist\_ins\_next***

int dlist\_ins\_next(DList \**list*, DListElmt \**element*, const void \**data*);

**返回值**

如果插入操作成功，返回1，否则返回-1。

**描述**

将元素插入到由element所指定的元素之后。当插入到空链表中时，element可能指向任何位置，为了避免混淆，element此时应该设为NULL。新的元素包含一个指向data的指针，因此只要该元素仍在链表中时，data所引用的内存空间就应该保持合法。由调用者负责管理data所引用的存储空间。

**复杂度**
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***dlist\_ins\_prev***

int dlist\_ins\_prev(DList \**list*, DListElmt \**element*, const void \**data*);

**返回值**

插入操作成功则返回0，否则返回-1。

**描述**

将元素插入到由element所指定的元素之前。当插入到空链表中时，element可能指向任何位置，为了避免混淆，element此时应该设为NULL。新的元素包含一个指向data的指针，因此只要该元素仍在链表中时，data所引用的内存空间就应该保持合法。由调用者负责管理data所引用的存储空间。

**复杂度**
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***dlist\_remove***

int dlist\_remove(DList \**list*, DListElmt \**element*, void \*\**data*);

**返回值**

移除操作成功则返回0，否则返回-1。

**描述**

从链表中移除由element所指定的元素。函数返回后，参数data将指向存储在元素中的数据域。由调用者负责管理data所引用的存储空间。

**复杂度**
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***dlist\_size***

int dlist\_size(const DList \**list*);

**返回值**

链表中的元素个数

**描述**

这是一个宏，用来计算由参数list所指定的双向链表中的元素个数。

**复杂度**
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***dlist\_head***

DListElmt \*dlist\_head(const DList \**list*);

**返回值**

返回链表的头元素。

**描述**

这是一个宏，用来返回由参数list所指定的双向链表中的头元素。

**复杂度**
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***dlist\_tail***

DListElmt \*dlist\_tail(const DList \**list*);

**返回值**

返回链表的尾元素。

**描述**

这是一个宏，用来返回由参数list所指定的双向链表的尾部元素。

**复杂度**
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***dlist\_is\_head***

int dlist\_is\_head(const DListElmt \**element*);

**返回值**

如果由element所指定的元素是链表头节点则返回1，否则返回0。

**描述**

这是一个宏，用来判断由参数element所指定的元素是否为链表头元素。

**复杂度**
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***dlist\_is\_tail***

int dlist\_is\_tail(const DListElmt \**element*);

**返回值**

如果由参数element所指定的元素是链表尾元素则返回0，否则返回-1。

**描述**

这是一个宏，用来判断由参数element所指定的元素是否为链表的尾部元素。

**复杂度**
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***dlist\_data***

void \*dlist\_data(const DListElmt \**element*);

**返回值**

返回由element所指定的链表元素的数据域。

**描述**

这是一个宏，用来返回由参数element所指定的链表元素的数据域。

**复杂度**

**![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHURIAp7OA4pAGjbEgCqScd1QJHKdZEfZkkEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdbcaCrrYDikAaNsSAKpJx3VAkcp1kR9mSQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdZEfZkkEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynWRH2ZJBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAOgoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAEmRH2ZJAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)**

***dlist\_next***

DListElmt \*dlist\_next(const DListElmt \**element*);

**返回值**

返回由element所指定的元素的下一个元素。

**描述**

这是一个宏，用来返回由参数element所指定的链表元素的后继元素。

**复杂度**

![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHUyHwrxeA8pAGjbEgCqScd1QJHKdbcaZs0EAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdS4fCvhYDykAaNsSAKpJx3VAkcp1txpmzQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdbcaZs0EAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynW3GmbNBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAM23GmbNAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

***dlist\_prev***

DListElmt \*dlist\_prev(const DListElmt \**element*);

**返回值**

返回由element所指定的元素的前驱元素。

**描述**

这是一个宏，用来返回双向链表中由element所指定的元素的前驱元素。

**复杂度**

**![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHWDHgrr2AspAGjbEgCqScd1QJHKdREgZosEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdUwfCsB4DykAaNsSAKpJx3VAkcp1ESBmiwQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdREgZosEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynURIGaLBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIsRIGaLAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)**

## 5.7 双向链表的实现与分析

回顾一下双向链表的组成：一个数据成员，一个指向下一个元素的next指针以及一个指向前一个元素的prev指针。数据结构DListElmt代表双向链表中的元素（见例子5.4）。如同你所预料的，这个结构体拥有3个我们前文描述过的成员。数据结构DList代表双向链表（见例子5.4），该结构的成员同我们前面介绍的单链表相似。

**代码示例5.4 双向链表抽象数据类型的头文件**

/\* dlist.h \*/

#ifndef DLIST\_H

#define DLIST\_H

#include <stdlib.h>

/\* Define a structure for doubly-linked list elements. \*/

typedef struct DListElmt\_

{

void \*data;

struct DListElmt\_ \*prev;

struct DListElmt\_ \*next;

}DListElmt;

/\* Define a structure for doubly-linked lists. \*/

typedef struct DList\_

{

int size;

int (\*match)(const void \*key1, const void \*key2);

void (\*destroy)(void \*data);

DListElmt \*head;

DListElmt \*tail;

}DList;

/\* Public Interface \*/

void dlist\_init(DList \*list, void (\*destroy)(void \*data));

void dlist\_destroy(DList \*list);

int dlist\_ins\_next(DList \*list, DListElmt \*element, const void \*data);

int dlist\_ins\_prev(DList \*list, DListElmt \*element, const void \*data);

int dlist\_remove(DList \*list, DListElmt \*element, void \*\*data);

#define dlist\_size(list) ((list)->size)

#define dlist\_head(list) ((list)->head)

#define dlist\_tail(list) ((list)->tail)

#define dlist\_is\_head(element) ((element)->prev == NULL ? 1 : 0)

#define dlist\_is\_tail(element) ((element)->next == NULL ? 1 : 0)

#define dlist\_data(element) ((element)->data)

#define dlist\_next(element) ((element)->next)

#define dlist\_prev(element) ((element)->prev)

#endif

### 5.7.1 dlist\_init

dlist\_init用来初始化一个双向链表以便稍后能够执行其它操作（见例子5.5）。初始化过程同单链表一样。dlist\_init的计算复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHXoHwpe2A4pAGjbEgCqScd1QJHKdXoPZuwEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdS8fChrYCykAaNsSAKpJx3VAkcp1eg9m7AQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdXoPZuwEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynV6D2bsBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAwwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAOx6D2bsAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，因为初始化过程中的所有步骤都能在恒定的时间内完成。

### 5.7.1 dlist\_destroy

dlist\_destroy用来销毁一个双向链表（见例子5.5）。总的来说，该操作意味着将链表中的所有元素都移除。当该函数不为NULL时将以函数指针的方式作为参数传给dlist\_init，每当一个元素被移除时都将调用它。dlist\_destroy的计算复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAKADgAIBCQAAAAAwXwEACQAAA54BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHW7EQpReA0pAGjbEgCqScd1QJHKdRUNZswEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwB6wIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdesNCuLYDikAaNsSAKpJx3VAkcp1FQ1mzAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAS4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdRUNZswEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAABPbuMBAAOWAAAAJgYPACEBQXBwc01GQ0MBAPoAAAD6AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgVEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCDTwADAAEDAAEAAgCDbgAAAgCWKAACAJYpAAAAABUKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDMFQ1mzAAACgA4AIoBAAAAAAEAAAAQ4hIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)，这里n代表链表中的元素个数。这是因为对于每个元素的移除操作都需要调用一次复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAHVMHwoOeA0pAGjbEgCqScd1QJHKdRggZsMEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAdZcRCm34DikAaNsSAKpJx3VAkcp1GCBmwwQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuANzXEgCqScd1QJHKdRggZsMEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgDc1xIAqknHdUCRynUYIGbDBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAT3kAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAANgoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAMMYIGbDAAAKADgAigEAAAAAAAAAABDiEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)的dlist\_remove函数。